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**Rationale and task management:**

**1. Obiectivul Proiectului și Overview**

Acest proiect vizează dezvoltarea unei soluții pentru aproximarea poligonală a contururilor obiectelor din imagini color (BMP, 24 biți/pixel). Metoda se desfășoară în două etape principale:

1. **Extragerea contururilor:** Se obțin contururile obiectelor prin aplicarea tehnicilor de preprocesare și edge detection (folosind, de exemplu, algoritmul Canny și funcțiile de detectare a contururilor din OpenCV).
2. **Aproximarea poligonală:** Se simplifică contururile extrase prin utilizarea algoritmului Ramer-Douglas-Peucker (prin funcția approxPolyDP din OpenCV), reducând numărul de puncte care descriu forma, păstrând totodată integritatea geometriei obiectului.

Această soluție reduce complexitatea datelor vizuale, facilitând aplicații practice precum vectorizarea imaginilor și recunoașterea obiectelor.

**2. Context și Motivație**

În cadrul materiei de procesare a imaginilor, proiectul abordează:

* **Vectorizarea grafică:** Transformarea imaginilor raster în reprezentări vectoriale, utile pentru editare, analiză și stocare eficientă.
* **Recunoașterea obiectelor:** Simplificarea contururilor pentru extragerea caracteristicilor esențiale, facilitând clasificarea și analiza formelor.
* **Aplicații industriale și de cercetare:** Reducerea complexității datelor geometrice contribuie la îmbunătățirea algoritmilor de analiză vizuală și la eficientizarea proceselor de prelucrare a imaginilor.

Implementarea acestui proiect va integra cunoștințele dobândite în laborator privind preprocesarea, extragerea și analiza contururilor.

**3. Planul de Implementare (Project Plan)**

Proiectul va fi structurat în următoarele etape:

**Etapa 1: Analiza și Preprocesarea Imaginilor**

* **Cercetare Preliminară:** Studierea tehnicilor de preprocesare, extragere a contururilor și a algoritmului Ramer-Douglas-Peucker.
* **Colectarea Datelor:** Selectarea unor imagini color BMP (24 biți/pixel) reprezentative pentru testare.
* **Preprocesare:** 
  + Convertirea imaginilor la grayscale (dacă este necesar) pentru a simplifica analiza.
  + Aplicarea unui filtru Gaussian pentru reducerea zgomotului, facilitând astfel extragerea contururilor clare.

**Etapa 2: Extragerea și Aproximarea Contururilor**

* **Extragerea Contururilor:** 
  + Aplicarea unui algoritm de edge detection (de exemplu, Canny) pentru evidențierea tranzițiilor semnificative în intensitatea pixelilor.
  + Utilizarea funcției findContours din OpenCV pentru a obține contururile obiectelor**.**
* **Aproximarea Poligonală:** 
  + Aplicarea algoritmului Ramer-Douglas-Peucker prin funcția approxPolyDP pentru a reduce numărul de puncte ale fiecărui contur.
  + Experimentarea cu parametrul de toleranță pentru a obține un echilibru optim între precizie și simplificare**.**

**Etapa 3: Evaluare și Feedback**

* **Testare Inițială:** Evaluarea rezultatelor prin compararea contururilor aproximative cu cele originale și analiza performanței în aplicații precum recunoașterea obiectelor.
* **Consultare:** Discuții pentru validarea metodei și identificarea posibilelor îmbunătățiri.

**4. Resurse și Tehnologii Utilizate**

* **C++:** Limbajul de implementare, integrând conceptele de procesare a imaginilor.
* **OpenCV:** Pentru preprocesarea imaginilor, extragerea contururilor și aplicarea algoritmului de aproximare (prin funcțiile findContours și approxPolyDP).
* **CMake:** Pentru gestionarea build-ului proiectului și facilitarea compilării.
* **Gestionarea Codului:** Utilizarea Git și GitHub pentru versionare și documentarea progresului.

**5. Provocări și Soluții**

* **Alegerea Parametrilor Optimi:** Stabilirea valorilor ideale pentru filtrul Gaussian și toleranța algoritmului Ramer-Douglas-Peucker printr-o abordare iterativă, folosind diverse seturi de imagini.
* **Optimizarea Performanței:** Asigurarea unui timp de execuție rezonabil prin optimizarea buclelor și a funcțiilor de procesare.
* **Calibrarea Rezultatelor:** Evaluarea subiectivă și obiectivă a aproximărilor pentru a se asigura păstrarea formei obiectelor în mod fidel.

**6. Timeline și Etapele de Dezvoltare**

* **Săptămânile 2–4 (Phase 1):** Definirea obiectivelor, redactarea documentului de proiect, cercetare și planificare.
* **Săptămânile 5–10 (Phase 2):** Implementarea preprocesării, extragerea contururilor și aplicarea algoritmului de aproximare.
* **Săptămânile 11–12 (Phase 3):** Testarea pe diverse scenarii și documentarea rezultatelor.
* **Săptămânile 13–14 (Phase 4):** Îmbunătățiri și optimizări bazate pe feedback-ul obținut în timpul testărilor.

**7. Concluzie**

Proiectul va demonstra integrarea teoriei și practicii în procesarea imaginilor, prin dezvoltarea unei soluții care extrage și simplifică contururile obiectelor. Documentarea detaliată și abordarea iterativă vor asigura o soluție robustă și eficientă, utilă în aplicații practice precum vectorizarea imaginilor și recunoașterea obiectelor.

**Implementation:**

**Descrierea Proiectului**

Proiectul este alcătuit din trei fișiere principale, fiecare având un rol bine definit:

* **main.cpp** – reprezintă punctul de intrare al aplicației; se ocupă cu încărcarea imaginii, apelarea funcțiilor de procesare și afișarea ferestrelor rezultate.
* **lab11.h** – conține declarațiile tuturor funcțiilor de procesare, incluzând: preprocesarea imaginii, detecția contururilor, implementarea personalizată a algoritmului Canny, aproximarea poligonală a contururilor (inclusiv metoda Douglas–Peucker) și filtrarea Gaussiană 1D.
* **lab11.cpp** – oferă implementările detaliate ale funcțiilor declarate în fișierul header.

**Preprocesarea Imaginilor**

Funcția preprocessImage efectuează următoarele operații:

* Conversia imaginii color din spațiul BGR în tonuri de gri (grayscale).
* Aplicarea unui algoritm manual de CLAHE (Contrast Limit Adaptive Histogram Equalization), care include:
  + împărțirea imaginii în tile-uri;
  + aplicarea unui clip-limit pentru evitarea suprasaturației;
  + interpolarea între LUT-urile calculate local.
* Aplicarea filtrării Gaussiene 1D pe direcțiile orizontală și verticală, utilizând un kernel generat manual, unde σ este determinat după formula: σ = *kernelSize* / 6.

**Detecția Contururilor**

Funcția detectContours parcurge următorii pași:

1. Aplică preprocesarea imaginii utilizând preprocessImage.
2. Realizează detecția marginilor printr-o implementare personalizată a algoritmului Canny, ce include:
   * calculul gradientului utilizând operatorul Sobel (pe tipul de date CV\_64F) pentru obținerea magnitudinii și direcției;
   * aplicarea unei supresii non-maximale (non-maximum suppression) cu interpolare liniară sub-pixel;
   * stabilirea automată a pragurilor printr-un algoritm adaptiv, bazat pe media și deviația standard a magnitudinilor gradientului;
   * realizarea etapei de *hysteresis* cu o coadă FIFO pentru asigurarea conectivității marginilor.
3. Aplicarea operațiilor morfologice de tip *close*, *open* și *eroziune*, utilizând un element structurant eliptic.
4. Extrage contururile folosind funcția findContours.
5. Filtrează contururile obținute în funcție de următorii parametri:
   * arie (între 100 și 6000),
   * circularitate (peste 0.3),
   * raportul dintre laturi (aspect ratio sub 4),
   * perimetru (peste 30).
6. Sortează contururile în ordine descrescătoare a ariei.

**Aproximarea Contururilor**

Proiectul oferă două metode pentru aproximarea contururilor:

* **approximateContoursWithLevel** – utilizează funcția approxPolyDP cu un parametru ε proporțional cu perimetrul fiecărui contur, oferind trei niveluri de detaliu: precis, mediu și simplificat.
* **approximateContours** – implementează algoritmul **Douglas–Peucker**, cu:
  + ε adaptiv în funcție de densitatea punctelor,
  + rafinare sub-pixel a colțurilor, pentru o reprezentare mai fidelă în cazul contururilor complexe.

**Funcția principală de procesare – processImage**

Această funcție coordonează întregul flux de procesare și conține următorii pași:

1. **Preprocesare** – aplică preprocessImage, cu opțiunea de a afișa imaginea rezultată.
2. **Detecția contururilor** – utilizează detectContours, cu opțiunea de a afișa contururile trasate peste imaginea originală.
3. **Aproximarea poligonală** – se aplică metoda selectată (aprox. cu nivel sau Douglas–Peucker).

Rezultatul final este o imagine în care contururile au fost simplificate și reprezentate poligonal.

**Parametri Esențiali**

Configurarea comportamentului algoritmilor este posibilă prin următorii parametri:

* **Filtrare Gaussiană 1D:**
  + kernelSize (implicit: 5)
* **CLAHE:**
  + dimensiunea tile-urilor (implicit: 64)
  + clipLimit (implicit: 2.0)
* **Canny personalizat:**
  + lowFactor (implicit: 0.5)
  + highFactor (implicit: 1.0)
* **Morfologie:**
  + dimensiunea kernel-ului eliptic (implicit: 5×5)
* **Filtrare contururi:**
  + arie între 100 și 6000
  + circularitate peste 0.3
  + aspect ratio sub 4
  + perimetru peste 30
* **Aproximare contururi:**
  + nivel de detaliu între 1–3 (pentru approximateContoursWithLevel)
  + baseEps (implicit: 0.02) – pentru metoda Douglas–Peucker

Testing:

Identify some test cases to evaluate your solution. Explain the rationale behind choosing these tests and, for each case, provide qualitative and/or quantitative analysis of the results. Discuss why the tests are successful or why they fail.

Improvements:

Select two test cases that initially failed and explain how you resolved the issues. Describe the challenging process and any modifications or additions you made to the previous solution. Clearly justify your design decisions throughout this process.